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# Введение

К числу наиболее известных и изученных аналитических функций относятся степенные многочлены — полиномы. Круг объектов, которые могут быть представлены полиномами, достаточно обширен, и полиномиальные преобразования широко используются на практике, в частности, для приближенного представления других функций.

Для того чтобы выполнять операции над полиномами необходимо их хранить и обрабатывать. Для этого нужно разработать структуру данных, которая позволяет это делать. Реализация подобной структуры упрощает работу со сложными вычислениями.

# Постановка задачи

Разработать программу, выполняющую арифметические операции с полиномами трех переменных: сложение, вычитание, умножение на константу, умножение двух полиномов. Считается, что полином составлен из мономов от трех переменных со степенью от 0 до 9. Коэффициенты полинома - вещественные числа. Работоспособность программы необходимо проверить с помощью Google Test-ов. Кроме того, необходимо разработать пользовательское консольное приложение.

# Руководство пользователя

Запустите программу Polynom.exe.

После запуска программы на экране появится главное меню (рис. 1).
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1. Меню программы

Следует выбрать один из пунктов меню.

Пункты 1-4 позволяют выполнять операции над полиномами (сложение, вычитание, умножение, умножение на константу). Для выхода из программы необходимо выбрать пункт 5.

После выбора пункта 1-4 необходимо ввести первый полином (рис. 2). Предполагается корректное введение полинома. Считается корректным полином, составленный из мономов трех переменных x,y,z с целой степенью от 0 до 9.
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1. Приглашение на ввод первого полинома

Далее необходимо ввести второй полином (для пунктов 1-3) (рис. 3).
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1. Приглашение на ввод второго полинома

Для пункта 4 следует ввести константу (рис. 4).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAABDCAIAAAA6Z02SAAAAAXNSR0IArs4c6QAABVBJREFUeF7tWztO80AQXnINBwnqHMBKgeDvU6YBJC6QlBGWcoBIkdyRXAAJ0bgjPUgUkXtSg0RyDv6dfXmd+BGvTdYO4yqPnde345nd2dmTn58fgo8lBFqW5KJYQADRt+kHiD6ibxMBm7LR9xF9mwjYlI2+j+jbRMCmbPR9RL8cAqvZ7RV/vEU5ToemPqGVBqr9INgoyU5//jTsZCuy8K6eT/OHHdIasOL7+m3aO6TQkrJk5HFHb/LJhb6kSCRXCGTEfXihvQX1cv7czlZAxV9zPySbYLD7vqvRcrggocQqPghGqZOQLJcNj2JMfpSBsZqo6GtB/tQkb8Zjm0RDt4CplGdSmq05WTf0aYCBl2LeJ8EjRNXO8Il+HbmEBijxtsiXnerpE/EOjdrBQIvCdKoGyy4QAKMJn8iMJ/QFJ204hBbOg7FZ+9k2d/51nc3yVUhavS437rUKqLt2salN4R8GNKRRkxnVvO9svj+reYEl+qEvHDnuVO5IxKHOWZusvzJBW7yHTv9OhN3eXd8J36MkqJIJMMp/aCDkc9oZXrscwzh+0e+pzPQhjPgiSgkJdmXwZ2adnzpEzp+GBPNG02CdEPcN89bqa61FoyvI45qS7TOZx3tTM2U/vzfO6XmENUUjzwd7F9HMEeUYKdNlwD/fi3JGVLfeB6eOohELD6YuoesMk8qmbhvtbbSSDBXwU7cm3X85yzgT/mXhN0QfVFUxVegApvLcUOGzeAxEyIA4Hj7LjLHw/NDJRZTQAEjTzGTZjkJ+mnJG/MVCoGzW1eL+Pqw6wzE1Syx6ZHbtTSEXqvxRZu+j1IHkK0IhjbCQyzl/f612JWIhBKGOk+l7LpZ7N20t5GfkiWT+FfrSDiu626rZ8/Fwc3n/UpVS1XKrSivBxzDy/KY/VMl7NZsEufm2SoHFeB0t+jweDYK2XDMXw+Uwo6HOcxhJKGUXgaP1/UZMNqJvc5oQ/aNCn2e7ph1zWJqCSn0f6ssT0nUt2dI8sS1eM1f7W1agZ56bWh8XRtKR8V3xavZMN6ZPw7PmoWBL4xYU7FURnQJIq8RztrXPrI8nqUsZGZZHbRlvXS6LPLxqM/E82BiO5RFEVn3cut7HoYCI+wz/MNSwB/MS6+Py8FA/XMQka+YNAn2oh7RHW8eBCv5YfZyejrBHP1zEiFMC/YUH9ZBprzcduaGvO3KB+riZ/L9N1SJwFh66FHsWaxj+2nK9QH0cOLHSe0gSCu1/G+YU63OrbE1sUmrMTOfstmpeH28MzEV9X7YXqt6OpltaR/1zI08dlT4anSqt8xwNKocyBNE/FNJJchB92+jrncFRs3KmVjsFTps2GMiuif7Yv28wd5WRyLsrCbc++D5rRHzYvBLo0YS+zK2LLvCPtihlG2emnHYDhpJMyHhMJvyGzD53Y/gOnFsZ56Ru2SipyXoy0piynCBbf0FC9ri+U8kU0I6SlHYv+Pny8ubhAxqvtsa83Ms/tO4u+qNqQtM/c0aCAL4InqmNYUC8OyZGqX1J1TOjjS1Rf6YP45anYFUtbXXs32cXAdQxg/SxzP791HsG+h2Cvby1VD/+XhK0QTXs31c943FbivfXs1M72dZbyyOI6laclfbvJ1yTMeqv5/ec+EWjGjZaGKL/m/37rKi9exHAsL+ev0BArL9KSfrz/0vdgjONPHXq349FjKjfIq1/P83k2DYG7sNpJ3CJ9w+KYld+PFbZymNozsEw8pgLRMqENQ+CYgMB9H0bqEuZiD6ibxMBm7LR9xF9mwjYlI2+j+jbRMCmbPR9RN8mAjZlo+8j+jYRsCkbfd8m+v8BDPkzYc1l2mQAAAAASUVORK5CYII=)

1. Приглашение на ввод константы

После ввода второго полинома или константы на экране появится результат выполненной операции (рис. 5).
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1. Результат работы программы

Далее произойдет возврат в главное меню.

# Руководство программиста

## Описание структуры программы

Проекты и файлы, из который состоит программа:

1. RingList – проект, содержащий реализацию списка с «головой»:

node.h – заголовочный файл, в котором находится объявление узла списка.

list.h – заголовочный файл, содержащий объявление и реализацию шаблонного класса списка.

list.cpp – файл исходного кода класса списка.

1. Polynom – проект, содержащий реализацию полиномов:

monom.h– заголовочный файл, в котором находится объявление монома.

polynom.h – заголовочный файл, содержащий объявление класса полинома.

polynom.cpp – файл исходного кода класса полинома.

1. gtest – проект, содержащий Google Tests Framework:

gtest.h – заголовочный файл для Google Tests Framework.

gtest-all.cc – файл с кодом Google Tests Framework.

1. ui – проект, содержащий реализацию пользовательского интерфейса:

main.cpp – файл исходного кода пользовательского интерфейса.

1. tests – проект, содержащий тесты для списка и полинома:

test\_main.cpp – файл для запуск всех тестов

test\_ringlist.cpp – файл, содержащий тесты для класса списка.

test\_polynom.cpp – файл, содержащий тесты для класса полинома.

## Описание структуры данных

### Класс список

Поля класса:

* указатель на «голову»
* указатель на текущий элемент

Описание алгоритмов:

*Упорядоченная вставка в циклический список с «головой»*

На вход подается значение узла списка.

1. Устанавливаем указатель на «голову» списка.
2. Если следующий элемент списка не является «головой» и его значение больше, чем входное, то переходим к пункту 3, иначе ­­к пункту 4.
3. Смещаем указатель на следующий элемент списка и повторяем 2 пункт.
4. Вставляем узел с данным значением по указателю.

### Класс полином

Поля класса:

* список из мономов

Описание алгоритмов:

*Разбиение строки на мономы*

На вход подается строка.

1. Строка обходится слева направо, пока не встретится «+» или «–».
2. Когда встретится символ, выделяем подстроку от начала до этого символа и вырезаем ее.
3. Идем по подстроке до переменной x,y,z и вычисляем коэффициент.
4. Если после переменной идет «^» со степенью, то переводим степень из строки в число, иначе степень считается равной 1.
5. Полученный моном, состоящий из коэффициента и степени, упорядоченно вставляем в список.
6. Вернуться к пункту 1, если строка не кончилась.

На выходе получаем упорядоченный список из мономов.

*Приведение подобных*

На вход подается упорядоченный список из мономов.

1. Устанавливаем указатель на начало списка мономов.
2. Смотрим на степень текущего монома и следующего.
   1. Если степени различны, то моном остается без изменений.
   2. Если степень одинаковая, то вместо них создается новый моном со степенью, равной степени этих мономов, и коэффициентом, который является суммой их коэффициентов.
3. Смещаем указатель на следующий моном.
4. Вернуться к пункту 1, если список не кончился.

*Сложение полиномов*

На вход подается два полинома.

1. Устанавливаем указатели на начала списков мономов.
2. Сравниваем степени текущих мономов.
   1. Если степени не равны, то моном с наибольшей степенью записываем в результирующий полином и смещаем указатель на следующий.
   2. Если степени равны, то записываем моном с их степенью и коэффициентом, равным сумме коэффициентов текущих мономов. В обоих списках переходим к следующему моному.
3. Вернуться к пункту 2, если не кончился ни один из мономов.
4. Мономы из оставшегося списка записываются в результирующий полином.

*Умножение полиномов*

На вход подается два полинома.

1. Устанавливаем указатели на начала списков мономов.
2. Создаем временный полином.
3. Получаем новый моном с коэффициентом, равным произведению коэффициенты текущих мономов, и степенью, равной сумме их степеней. Степень каждой переменной должна быть меньше 10.
4. Новый моном вставляем в конец списка временного полинома.
5. Смещаем указатель на следующий элемент во втором списке.
6. Вернуться к пункту 3, если второй список не кончился.
7. Прибавить к результирующему полиному временный.
8. Если первый список не кончился, то смещаем в нем указатель на следующий моном, а во втором списке переместим указатель на начало. И переходим к пункту 2.

## Описание программной реализации

### node

node – шаблон структуры, параметризованный type, представляет собой звено списка.

*Поля структуры*:

node\* next – указатель на следующий элемент

type data – данные, хранящиеся в звене

*Методы структуры:*

node() – конструктор

node(type a) – конструктор с параметром

bool operator== (const node& a) – оператор сравнения

bool operator!=(const node& a) – оператор сравнения

### list

list – шаблон класса, параметризованный type, представляет собой циклический список с «головой».

*Поля класса:*

node<type>\* head – указатель на "голову"

node<type>\* curr – указатель на текущий элемент

*Реализованные методы:*

list() – конструктор

~list() – деструктор

void Clean() – очистка списка

list(const list<type>& list2) – конструктор копирования

list<type>& operator=(const list<type>& list2) – оператор =

void InsertOrd(type a) – упорядоченная вставка

void Insert(node<type>\*, type ) – вставка после

void InsertToTail(type a) – вставка в конец

void Reset() – переместить указатель на начало

void GetNext() – переместить указатель на следующий элемент

node<type>\* GetCurr() const – получить указатель на текущий элемент

bool IsEnded() const – проверка на конец

bool operator==(const list<type>&) const – оператор сравнения

bool operator!=(const list<type>& list2) const – оператор сравнения

### monom

monom – структура, представляет собой звено полинома.

*Поля структуры:*

double cf – коэффициент

unsigned int abc – свернутая степень

*Методы структуры:*

monom (double cf1 = 0, unsigned int abc1 = 0) – конструктор

bool operator< (const monom& a) const – оператор сравнения

bool operator> (const monom& a) const – оператор сравнения

bool operator== (const monom& a) const – оператор сравнения

bool operator!= (const monom& a) const – оператор сравнения

### Класс polynom

*Поля класса:*

list<monom> plist – список из мономов

*Реализованные методы:*

static list<monom> parse(const string) – разбиение на мономы

list<monom> reduction(list <monom> p) – приведение подобных

polynom(const string expr = "") – конструктор по строке

polynom(list<monom> &expr)– конструктор преобразования типа

polynom(const polynom& pol) – конструктор копирования

polynom operator+(const polynom&) const – сложение полиномов

polynom operator-(const polynom& pol) const – разность полиномов

polynom operator\*(const double) const – умножение полинома на константу

polynom operator\*(const polynom&) const – произведение полиномов

friend polynom operator\*(const double c, const polynom& pol) – умножение константы на полином

friend ostream& operator<<(ostream& os, const polynom&) – вывод полинома

bool operator==(const polynom& pol) const – оператор сравнения

bool operator!=(const polynom& pol) const – оператор сравнения

# Заключение

Была разработана программа, выполняющая арифметические операции с полиномами трех переменных: сложение, вычитание, умножение на константу, умножение двух полиномов. Все функции тестируются с помощью Google-тестов. Разработано пользовательское консольное приложение.
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# Приложение

## Приложение А. Программная реализация списка с головой

**node.h**

#pragma once

template <class type>

struct node {

node\* next;

type data;

node() { next = nullptr; }

node(type a) { data = a; next = nullptr; }

bool operator== (const node& a) const { return (data==a.data); }

bool operator!= (const node& a) const { return !(\*this==a); }

};

**list.h**

#pragma once

#include "node.h"

template <class type>

class list {

private:

node<type>\* head;

node<type>\* curr;

public:

list();

~list();

void Clean();

list(const list<type>& list2);

list<type>& operator=(const list<type>& list2);

void InsertOrd(type a);

void Insert(node<type>\*, type );

void InsertToTail(type a);

void Reset() { curr = head->next; }

void GetNext() { curr = curr->next; }

node<type>\* GetCurr() const { return curr; }

bool IsEnded() const { return curr == head; }

bool operator==(const list<type>&) const;

bool operator!=(const list<type>& list2) const { return !(\*this == list2); }

};

template <class type> list<type>::list() {

head = new node<type>;

head->next = head;

curr = head;

}

template <class type> list<type>::~list() {

Clean();

delete head;

}

template <class type> void list<type>::Clean() {

node <type>\* cur = head->next;

node<type>\* temp;

while (cur != head)

{

temp = cur->next;

delete cur;

cur = temp;

}

head->next = head;

}

template <class type> list<type>::list(const list<type>& list2) {

node<type>\* curr2 = list2.head;

head = new node<type>(curr2->data);

head->next = head;

curr=head;

while (curr2->next != list2.head)

{

curr2 = curr2->next;

curr->next = new node<type>(curr2->data);

GetNext();

}

curr->next = head;

}

template <class type> list<type>& list<type>::operator=(const list<type>& list2) {

Clean();

node<type>\* cur2 = list2.head;

node<type>\* cur = head;

while (cur2->next != list2.head)

{

cur2 = cur2->next;

cur->next = new node<type>(cur2->data);

cur = cur->next;

}

cur->next = head;

curr = head;

return \*this;

}

template <class type> void list<type>::InsertOrd(type a)

{

curr = head;

node<type>\* temp;

while ((curr->next->data > a) && (curr->next != head))

GetNext();

temp = curr->next;

curr->next = new node<type>(a);

curr->next->next = temp;

}

template <class type> bool list<type>::operator==(const list<type>& list2) const {

bool res = true;

if (this != &list2)

{

node<type>\* cur2 = list2.head->next;

node<type>\* cur = head->next;

while (cur->data == cur2->data && cur != head && cur2 != list2.head )

{

cur = cur->next;

cur2 = cur2->next;

}

if (cur != head || cur2 != list2.head)

res = false;

}

return res;

}

template <class type> void list<type>::Insert(node<type>\* p,type d) {

node<type>\* temp = p->next;

p->next = new node<type>(d);

p->next->next = temp;

}

template <class type> void list<type>::InsertToTail(type a)

{

Reset();

while (curr->next != head)

GetNext();

node<type>\* temp = curr->next;

curr->next = new node<type>(a);

curr->next->next = temp;

}

list.cpp

#include "list.h"

#include "node.h"

## Приложение Б. Программная реализация полиномов

**monom.h**

#pragma once

struct monom{

double cf;

unsigned int abc;

monom(double cf1 = 0, unsigned int abc1 = 0) { cf = cf1; abc = abc1; }

bool operator< (const monom& a) const { return (abc<a.abc); }

bool operator> (const monom& a) const { return (abc>a.abc); }

bool operator== (const monom& a) const { return ((abc == a.abc) && (cf==a.cf)); }

bool operator!= (const monom& a) const{ return !(\*this == a); }

};

**polynom.h**

#pragma once

#include "monom.h"

#include "list.h"

#include <string>

using namespace std;

class polynom {

private:

list<monom> plist;

static list<monom> parse(const string);

list<monom> reduction(list <monom> p);

public:

polynom(const string expr = "");

polynom(list<monom> &expr) : plist(expr) {}

polynom(const polynom& pol) : plist(pol.plist) { }

polynom operator+(const polynom&) const;

polynom operator-(const polynom& pol) const { return \*this + pol\*(-1); }

polynom operator\*(const double) const;

polynom operator\*(const polynom&) const;

friend polynom operator\*(const double c, const polynom& pol) { return pol\*c; }

friend ostream& operator<<(ostream& os, const polynom&);

bool operator==(const polynom& pol) const { return plist == pol.plist; }

bool operator!=(const polynom& pol) const { return plist != pol.plist; }

};

**polinom.cpp**

#include "polynom.h"

polynom::polynom(const string expr) {

plist = parse(expr);

plist = reduction(plist);

};

list<monom> polynom::reduction(list <monom> p) {

list<monom> res;

p.Reset();

res.Reset();

node<monom> temp(p.GetCurr()->data.cf);

while (!(p.IsEnded()))

{

temp.data.abc = p.GetCurr()->data.abc;

if (p.GetCurr()->data.abc == p.GetCurr()->next->data.abc && (p.GetCurr()->next->data.cf || p.GetCurr()->next->data.abc))

{

temp.data.cf += p.GetCurr()->next->data.cf;

}

else

{

if (temp.data.cf)

{

//res.Insert(res.GetCurr(), temp.data);

res.InsertToTail(temp.data);

res.GetNext();

}

temp.data.cf = p.GetCurr()->next->data.cf;

}

p.GetNext();

}

return res;

}

list<monom> polynom::parse(const string expr) {

const string xyz = "xyz";

int k[3] = { 100,10,1 };

list<monom> list;

string str = expr, part;

int pos;

while (str.length())

{

monom m;

pos = 1;

while (pos < str.length() && str[pos] != '+' && str[pos] != '-')

pos++;

part = str.substr(0, pos);

str.erase(0, pos);

pos = 0;

while (part[pos] != 'x' && part[pos] != 'y' && part[pos] != 'z' && pos < part.length())

pos++;

if (pos == 1 && (part[0] == '-' || part[0] == '+') || pos == 0)

if (part[0] == '-')

m.cf = -1;

else

m.cf = 1;

else

m.cf = stod(part.substr(0, pos));

part.erase(0, pos);

part += ' ';

for (int i = 0; i < 3; i++)

{

pos = part.find(xyz[i]);

if (pos > -1)

if (part[pos + 1] != '^')

m.abc += k[i];

else m.abc += k[i] \* stoi(part.substr(pos+2,1));

}

list.InsertOrd(m);

}

return list;

}

polynom polynom::operator+(const polynom& pol) const

{

polynom res;

list<monom> list2 = pol.plist, list1 = plist;

list1.Reset();

list2.Reset();

res.plist.Reset();

while (!list1.IsEnded() && !list2.IsEnded())

{

if (list1.GetCurr()->data > list2.GetCurr()->data)

{

//res.plist.Insert(res.plist.GetCurr(), list1.GetCurr()->data);

res.plist.InsertToTail(list1.GetCurr()->data);

list1.GetNext();

res.plist.GetNext();

}

else

if (list1.GetCurr()->data < list2.GetCurr()->data)

{

//res.plist.Insert(res.plist.GetCurr(), list2.GetCurr()->data);

res.plist.InsertToTail(list2.GetCurr()->data);

list2.GetNext();

res.plist.GetNext();

}

else

{

double rcf = list1.GetCurr()->data.cf + list2.GetCurr()->data.cf;

if (rcf)

{

monom temp(rcf, list1.GetCurr()->data.abc);

//res.plist.Insert(res.plist.GetCurr(), temp);

res.plist.InsertToTail(temp);

res.plist.GetNext();

}

list1.GetNext();

list2.GetNext();

}

}

while (!list1.IsEnded())

{

//res.plist.Insert(res.plist.GetCurr(), list1.GetCurr()->data);

res.plist.InsertToTail(list1.GetCurr()->data);

list1.GetNext();

res.plist.GetNext();

}

while (!list2.IsEnded())

{

//res.plist.Insert(res.plist.GetCurr(), list2.GetCurr()->data);

res.plist.InsertToTail(list2.GetCurr()->data);

list2.GetNext();

res.plist.GetNext();

}

return res;

}

polynom polynom::operator\*(const double c) const {

polynom res;

if (c)

{

res = \*this;

res.plist.Reset();

while (!(res.plist.IsEnded()))

{

res.plist.GetCurr()->data.cf \*= c;

res.plist.GetNext();

}

}

return res;

}

polynom polynom::operator\*(const polynom& pol) const {

polynom res;

double l1cf;

int l1abc;

list<monom> list1 = plist, list2 = pol.plist;

list1.Reset();

list2.Reset();

while (!(list1.IsEnded()))

{

l1cf = list1.GetCurr()->data.cf;

l1abc = list1.GetCurr()->data.abc;

polynom temp(pol);

temp.plist.Reset();

while (!(temp.plist.IsEnded()))

{

int tabc = temp.plist.GetCurr()->data.abc;

if ((tabc % 10 + l1abc % 10) < 10 && (tabc / 100 + l1abc / 100) < 10 && (tabc / 10 % 10 + l1abc / 10 % 10) < 10)

{

temp.plist.GetCurr()->data.abc += l1abc;

temp.plist.GetCurr()->data.cf \*= l1cf;

}

else

throw "Too much degree";

temp.plist.GetNext();

}

res = res + temp;

list1.GetNext();

}

return res;

}

ostream& operator<<(ostream& os, const polynom& pol)

{

const string xyz = "xyz";

int k[3] = { 100,10,1 };

polynom p = pol;

node<monom> temp;

p.plist.Reset();

node<monom>\*start = p.plist.GetCurr();

if (p.plist.IsEnded())

os << '0';

while (!(p.plist.IsEnded()))

{

temp = p.plist.GetCurr()->data;

if (temp.data.cf > 0 && p.plist.GetCurr()!=start)

os << '+';

if ((temp.data.cf != 1 && temp.data.cf != -1) || temp.data.abc == 0)

os << temp.data.cf;

else

if (temp.data.cf == -1)

os << '-';

for (int i = 0; i < 3; i++)

{

if (temp.data.abc / k[i] % 10 != 0)

{

os << xyz[i];

if (temp.data.abc / k[i] % 10 != 1)

os << '^' << temp.data.abc / k[i] % 10;

}

}

p.plist.GetNext();

}

return os;

}

## Приложение В. Программная реализация приложения

**main.cpp**

#include "polynom.h"

#include <iostream>

char main\_menu()

{

system("cls");

char res;

cout << "1. Addition\n";

cout << "2. Substraction\n";

cout << "3. Multiplication\n";

cout << "4. Multiplication on const\n";

cout << "5. Exit\n";

cout << "\n\n";

cout << "Choose menu item: ";

cin >> res;

return res;

}

void main() {

char pmenu;

polynom p1, p2;

string s1, s2;

double c;

do {

pmenu = main\_menu();

switch (pmenu)

{

case '1':

{

system("cls");

cout << "Enter the first polynom:\n";

cin >> s1;

p1 = s1;

cout << "Enter the second polynom:\n";

cin >> s2;

p2 = s2;

cout << p1 << '+' << p2 << '=' << p1 + p2<<'\n';

system("pause");

break;

}

case '2':

{

system("cls");

cout << "Enter the first polynom:\n";

cin >> s1;

p1 = s1;

cout << "Enter the second polynom:\n";

cin >> s2;

p2 = s2;

cout <<'('<< p1<<')' << '-' <<'('<< p2<<')' << '=' << p1 - p2 << '\n';

system("pause");

break;

}

case '3':

{

system("cls");

cout << "Enter the first polynom:\n";

cin >> s1;

p1 = s1;

cout << "Enter the second polynom:\n";

cin >> s2;

p2 = s2;

cout << '(' << p1 << ')' << '\*' << '(' << p2 << ')' << '=' << p1 \* p2 << '\n';

system("pause");

break;

}

case '4':

{

system("cls");

cout << "Enter polynom:\n";

cin >> s1;

p1 = s1;

cout << "Enter const:\n";

cin >> c;

cout << '(' << p1 << ')' << '\*' << c << '=' << p1 \* c << '\n';

system("pause");

break;

}

case '5': break;

}

} while (pmenu != '5');

}